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COMPLETE PROGRAMMING PACKAGE!
Take some tips from Populous Il creators Bullfrog
as they tutor you to games-writing prowess with

this fully-featured machine code package. Go on,
beat the softies at their own games!

NoO.7 RRP £40

Dev

HOW TO PROGRAM

The Bullfrogs” coding methods aim to make life as
easy as possible. And if you’ve been following
this series you’ll know just how easy it is to cre-
ate your own game by following their advice.

Welcome to the fourth part of our series
teaching you how to program top-class
games using the professional techniques of
the Bullfrog programming team. And for
this months tutorial Scott Johnston
shows you how to write collision routines
for the baddies — no more walking through
trouble folks. He also offers a spot of expert
advice on how to design and add some
extra levels to your game...

WELCOME BACK. Run the demo and you
will notice several things. There is a horrible
SoundTracker routine playing in the back-
ground — thanks to Kevin for that.

You can also now walk around the four
levels, and on completion of all four you will
go back to the start. (You can add extra levels
in yourself, if you’re daring. A little more
advice on that later.)

You also have three headless Populous 2
men wandering around the landscape. You can
run right through them at present, so you need
not worry too much about them when you’re
playing the game.

On to the task for this month. You are now
going to write the collision routine for the bad-
dies, the headless Populous peeps. If you like,

How to program your own games in assembler

you can try writing it before you look at the
routine below.

You have to keep in mind that the hero’s x
and y details are stored as a scaled value four
times the size of the true screen x, y. You must
also keep in mind the fact that your man has a
set width, as have the bad guys. In fact you

can use the following equates to control the
collision size:

MAN WIDTH How wide 1s vyour
man
MAN_HETIGHT How tall 1s vour
man
BAD _LEFT WIDTH Where the left

side of the bad guy starts.
Continued overleaf
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HOW TO PROGRAM

BAD_RIGHT WIDTH Where the
right hand side of the bad guy 1S

BAD TOP_ HEIGHT Where the
top of our bad guy starts

BAD BOTTOM HEIGHT The bot =
tom of the bad guy 1s found here.

The general routine is based on the Ankh colli-
sion routine and is shown below. Sorry that it
18 so long. You can leave out the comments if
you want, but when you come back to it in the
future 1t will be harder to understand. This rou-
tine should be placed in file move.s between

Here’s what you’ve
got so far. Notice the
baddies now appear at
the bottom of the
screen. They may look
familiar, which is no
surprise because
they’re straight out of
Populous 2.
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the bad_collision label and the rts instruction.
There 1s a cheat on level four. When you fall
through the hole in the floor, instead of vanish-
ing off the screen like you used to, you will
now reappear at the top of the screen. Be care-
ful, because you can still fall too far and die.
See 1f you can change the code so that instead
of reappearing, you die, lose a life and the
level is re-initiated.

We need an end sequence because when
you die the third time, you have to quit and
reboot the computer in order to replay the
game. If you can work this out, do so, and also
try this: see if you can add a high-score table
to the game. If anyone is interested, I got 6750
betore 1 lost my first life.

Don’t worry too much if you can’t get the
high-score table sussed. There will be one in
next month’s 1ssue, along with a small options
screen at the start. Meanwhile, you can change
any of the code in this month’s issue. Try, for
example, to have the bad guys moving up and
down on the screen, instead of left and right.

TO ADD
EXTRA LEVELS

Design your new level inside of data_c.s, mak-
ing sure that there are 13 lines, each with 20
bytes on them. At present there are only five
types of block in the game and these are:

Left edge of platform
Middle section of platform
Middle section of platform
Right section of platform

. Stand-alone platform

W IR BRL N, O

After the level 1s created you need to tell the
program 1t exists. If you increase the equate
MAX_LEVELS and add a new jump label to
the jump table in init.s then create a new sec-
tion label and rts command to the end of the
file, then you should be able to jump around
on the new level. At the moment there are no

collectables and no bad guys. To place col-
lectables you need:

lea _Objects, a0
move.w #1,0BJ ON(a0)
move.w X,0BJ X (a0)

move.w Y,OBJ Y (a0)

for the first one, where X is the x position, and
Y 1s the y position of the object. To place more
after this use:

lea OBJ_SIZE (a0) ,a0l
#1,0BJ ON(al)
#X,0BJ_X (a0)
#Y,0BJ_Y (a0)

move . w
move . w
move .w

Finally, you need to tell the computer how
many collectables there are on this level with a
line like this:

.move.w # BER, to collect

Where NUMBER is the number of objects that
you need to collect to finish a level
Remember, this need not be as high as the
actual number of objects on the level. Take the
first level, for example. There are five objects
on the screen, but you only need to collect four
of them.

Placing baddies 1s almost the same. To start
with you do this:
lea _bad_guys, al
move .w
#BAD_STATE_LEFT, BAD_ON (a0)
move.w #X,BAD X (a0)
move.w #Y,BAD Y (a0)
move .w

#BAD_LEFT_START, BAD FRAME (a0)

Slightly more complex. When placed the man
must be placed on to a platform, otherwise he
wobbles in mid air. BAD_ON(a0) i1s loaded
with the current state of the man and can be a
choice of the following:

BAD STATE LEFT man 1S
left
BAD_STATE_FROM LEFT
facing forwards,
the left

BAD STATE_ FROM RTGH
moving came from right

BAD STATE_RIGHT the man 1s walk-
ing right.

walking

man 19
and came from

man not

Similarly, BAD_FRAME(a0) must be loaded

with the current animation, and you have these
to choose from:

BAD LEFT START
tion golng left
BAD LEFT END
goling left

BAD MIDDLE
screen

BAD RIGHT START start of
tion for right movement
BAD RIGHT END
for going right

start of anima-

end of animation

bad guy faces the
anima-

end of animation

That’s the first man. To place more than one
man down you must move into the array and
insert your next man using something like this:
lea BAD SIZE (a0) ,al
move .w
#BAD_STATE_RIGHT,BAD_ON (a0)
move.w #X,BAD X (a0)
move.w #Y,BAD Y (a0)
move .w

#BAD_RIGHT START, BAD_FRAME (a0)

When you have all your men down you don’t
need to declare the number, but you do have to
make sure there is a return from subroutine at
the end of your code. Then compile and away
you go. AF,




